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1 Introduction

Change is endemic to any large software system. Business, technology, and organization
usually frequently change in the life cycle of a software system. However, changing a large
software system is difficult: localizing the code that is responsible for a particular part of the
functionality of a system, changing it, and ensuring that the change does not lead to inconsis-
tencies or other problems in other parts of the system or in the architecture or documentation
is usually a challenging task. Software evolution is a fact of life in the software development
industry, and leads to interesting research questions [21, 22, 31].

Current approaches to software evolution focus on the software development process,
and on analyzing, visualizing, and refactoring existing software. These approaches support
changing software by, for example, recognizing structure in code, and by making this structure
explicitly visible, by means of refactoring or renovating the code. By making structure explicit,
it becomes easier to adapt the code.

A generic program is a program that works for values of any type for a large class of data
types (or DTDs, schemas, class hierarchies). If data types change, or new data types are added
to a piece of software, a generic program automatically adapts to the changed or new data
types. Take as an example a generic program for calculating the total amount of salaries paid
by an organization. If the structure of the organization changes, for example by removing or
adding an organizational layer, the generic program still calculates the total amount of salaries
paid. Generic programming is a new research field [14, 16, 9, 11, 6, 3], and its implications
for software development and software evolution have hardly been investigated.

Since a generic program automatically adapts to changed data types, generic programming
is a promising approach to the software evolution problem, in particular for software where
type formalisms and types play an important role, such as data-centric software. Assume
structure has been recognized in software, for example by means of refactoring or renovating
the code. Then a generic program makes those parts of the code which depend on the structure
of data independent of that structure.

This position paper
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• explains why we think generic programming is useful for software evolution,
• describes the kind of software evolution problems for which generic programming is

useful,
• and discusses the research challenges for using generic programming for software evolu-

tion.

This paper is organized as follows. Section 2 briefly introduces generic programming.
Section 3 discusses some scenarios in which generic programming is useful for software evolu-
tion, and Section 4 discusses the research problems we want to solve in order to make generic
programming a viable approach to software evolution. Section 5 concludes.

2 Generic programming

Software development often consists of designing a data type1, to which functionality is added.
Some functionality is data type specific, other functionality is defined on almost all data types,
and only depends on the type structure of the data type. Examples of generic (sometimes
also called polytypic) functionality defined on almost all data types are storing a value in a
database, editing a value, comparing two values for equality, pretty-printing a value, etc. A
function that works on many data types is called a generic function. Applications of generic
programming can be found not just in the rather small programming examples mentioned,
but also in

• XML tools such as XML compressors [12], and type-safe XML data binding tools [5];
• test set generation for automatic testing [18, 17];
• constructing ‘boilerplate’ code that traverses a value of a rich set of mutually recur-

sive data types (for example representing the abstract syntax of a programming lan-
guage) applying real functionality (for example collecting the variables that appear in
expressions) at a small portion of the data type (the case for variables in the abstract
syntax) [19, 24, 20, 32];

• structure editors such as XML editors [10], and generic graphical user interfaces [1, 30];
• data conversion tools [15] which for example store a data type value in a database [10],

or output it as XML, or in a binary format [33].

This section introduces generic programming in Generic Haskell. We give a brief intro-
duction to Generic Haskell, assuming the reader has some knowledge of Haskell [28] or ML.
Generic Haskell is an extension of the lazy, higher-order, functional programming Haskell that
supports generic programming; more details can be found in [13, 23]. Generic programs can
also be written in Clean [3], ML [8, 7], Maude [25], Java [34], and some other programming
languages.

1or DTDs, schemas, class hierarchies, etc. In the rest of this paper the word data type is used as a concept
that represents all of these concepts.
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2.1 Generic programming in Generic Haskell

A generic program is a program that works for a large class of data types. A generic program
takes a type as argument, and is usually defined by induction on the type structure. As
an example, we define a very simple generic function content that extracts the strings and
integers (shown as strings) that appear in a value of an arbitrary data type. The instance of
content on the type of binary trees with integers in the leaves, and strings in the internal
nodes, defined by

data Tree = Leaf Int | Node Tree String Tree

returns ["3","Bla","7"] when applied to Node (Leaf 3) "Bla" (Leaf 7). The generic
function content returns the document’s content not only for the type Tree, but for any
data type one can define. In particular, it will still work when a data type definition is
changed2.

content {| t :: * |} :: t -> [String]
content {| Unit |} Unit = []
content {| Int |} int = [show int]
content {| String |} str = [str]
content {| a :+: b |} (Inl a) = content {|a|} a
content {| a :+: b |} (Inr b) = content {|b|} b
content {| a :*: b |} (a :*: b) = content {|a|} a ++ content {|b|} b

Function content {| t |} is a type-indexed function. The type argument appears in be-
tween special parentheses {|, |}. The different type arguments are explained below. An in-
stance of content is obtained by applying content to a type, for example, content{|Tree|}.
The type of function content is given for a type t of kind *. This does not mean that content
can only be applied to types of kind *; it only gives the type information for types of kind
*. The type of function content on types with kinds other than * can automatically be
derived from this base type. Note that the single type given for this function ensures that
all instances of this function on particular types are type correct. A type-correct generic
function generates type correct code [23]. Using an accumulating parameter we can obtain a
more efficient version of function content.

To apply a program to (values of) different types, each data type that appears in a source
program is mapped to its structural representation. This representation is expressed in terms
of a limited set of data types, called structure types. A generic program is defined by induction
on these structure types. Whenever a generic program is applied to a user-defined data type,
the Generic Haskell compiler takes care of the mapping between the user-defined data type
and its corresponding structural representation. If we want a generic function to exhibit
non-standard behavior for a particular data type we can add an extra case expressing this
behavior to the definition of the generic function.

The translation of a data type to a structure type replaces a choice between constructors
by a sum, denoted by :+: (nested to the right if there are more than two constructors), and
a sequence of arguments of a constructor by a product, denoted by :*: (nested to the right if
there are more than two arguments). A nullary constructor is replaced by the structure type
Unit. The arguments of the constructors are not translated. For example, for the data type
Tree we have

2The (infix) operator ++ returns the concatenation of its two input strings.
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data Tree = Leaf Int | Node Tree String Tree
type Str(Tree) = Int :+: (Tree :*: String :*: Tree)

Here Str is a meta function that given an argument type generates a new type name. The
structural representation of a data type only depends on the top level structure of a data type.
The arguments of the constructors, including recursive calls to the original data type, appear
in the representation type without modification. A type and its structural representation
are isomorphic (ignoring undefined values). The isomorphism is witnessed by a so-called
embedding-projection pair : a value of the data type

data EP a b = EP (a -> b) (b -> a)

The Generic Haskell compiler generates the translation of a type to its structural representa-
tion, together with the corresponding embedding projection pair.

From this translation, it follows that it suffices to define a generic function on sums (:+:,
with values of the form Inl l or Inr r), products (:*:, with values of the form l :*: r,
and Unit, with as only value Unit) and on base types such as Int and String. Function
content has been defined on these structure types.

One might wonder whether there is an efficiency price to be paid for using generic pro-
gramming. In principle this technique indeed introduces additional overhead. To apply the
generic function, the original data structure first is converted to its structural representa-
tion. Then the generic function is applied, yielding another structural representation that
is converted back to the data structure of the resulting domain. Due to these conversions
the technique may indeed lead to inefficient code when it is frequently being applied to large
data structures. Fortunately, there exists an optimization technique [2, 4] which completely
removes the generic overhead for almost all cases, resulting in code which is as efficient as
hand written code [32]. This makes it possible to use generic programming for real world
practical applications.

3 Generic programming for software evolution

We claim generic programming is useful for software evolution. This section sketches a number
of scenario’s in which generic programming can be applied successfully to support software
evolution.

Webshops. There are many webshops on the internet. The functionality of all these shops
varies very little: product descriptions have to be retrieved from a database, and shown
in a friendly way to the users, user actions have to be translated to database transactions,
etc. Much of the software written for webshops only depends on the structure of the data
(the products sold). Implementing a webshop using generic programming technology [30, 29]
supports reuse of software for different webshops. Furthermore, whenever a product catalogue
changes, which happens very frequently for most webshops, there is no need to rewrite any
software.

Actually, generic programming can be used for any kind of data controlled web site. Using
generic programming techniques arbitrary complicated interactive web forms, the shape and
content of which depend on (stored) data or the contents of other web forms, can be generated
automatically.
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DTDs. A DTD (XML Schema) is used to describe the structure of a particular kind of
documents. An example of a DTD is the TEI (Text Encoding Initiative) DTD. The Text En-
coding Initiative Guidelines are an international and interdisciplinary standard that facilitates
libraries, museums, publishers, and individual scholars to represent a variety of literary and
linguistic texts for online research, teaching, and preservation. The first version of the TEI
DTD appeared in 1990, and since then, updated versions have appeared in 1993, 1994, 1999,
2002, and 2005. Of course, with each new release, software that deals with TEI documents
has to be updated. If the software uses a data binding [26], it is likely that with each new
version of the DTD, much of the ‘business logic’ has to be rewritten, because the structure
of the data has changed. Using generic programs, only those parts of the software that deal
with the new features of the DTD have to be added.

Traversing large data structures. Programming languages evolve. For most program-
ming languages, the abstract syntax used in a compiler is rather large. A lot of the func-
tionality on this abstract syntax only addresses a small subpart of the abstract syntax. For
example, we might want to collect all variables in a program. However, to reach a variable in
the abstract syntax, large traversal functions have to be written. Using generic programming
we can write a single traversal function, which we specialize for different special purposes. For
example, for collecting all variables in the abstract syntax, we add a single line that deals with
variables to the generic traversal function. If the abstract syntax evolves, such a function still
works as expected. Many phases in a compiler can be implemented as generic programs [32].
Generic programming is not only useful for a typical generic phase like parsing, there is also
gain for algorithms that are more specific, such as a type checker. Surprisingly many algo-
rithms can be expressed conveniently in a generic way, by defining “exceptions to the general
case”.

Information Systems Another important area in which generic programming might be
very useful, is Information Systems [27]. A well designed Information System is constructed
from an Information Model that is the result of a requirements analysis. An Information
Model can be seen as a type specification defining the structure and properties of the infor-
mation that can be stored in the Information System. Information Systems are often derived
systematically from Information Models. All the information about such a system is present
in the model, and generating an Information System fully automatically from a given In-
formation Model should therefore be possible. The functionality for storing, retrieving and
changing information is directly deduced from the corresponding types. Information systems
are not only accessed by applications, they are also inspected interactively by human beings.
The webshop technology described above can be applied here as well. The graphical user
interfaces needed for viewing and changing any part of the stored data can be generated au-
tomatically. When an organization changes, this usually has consequences for the Information
Model and the corresponding Information System. By using generic programming techniques,
the consequences of a change will be minimal. It is not clear yet what kind of programming
effort will still be required when a Information Model is changed. Clearly, some of the old
information stored in the old Information System has to be converted to information in the
new format. But again such a conversion can be defined using generic techniques considerably
reducing the amount of programming that has to be done.
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Generic programming is useful for software evolution, and in order to be useful, software on
data that changes frequently has to be implemented in terms of generic functions. Existing
software that does not use generic programming techniques first has to be refactored or
renovated such that it uses generic programming techniques for data that changes frequently.

Of course, generic programming does not solve all software evolution problems. For ex-
ample, changes in the modular structure of programs, or changes in the API of a program are
unrelated, and have to be solved using different methods. Furthermore, the approach only
partially works for data types with properties, such as the data type of ordered lists. Finally,
in dynamically typed languages the approach cannot be applied directly, and has to be simu-
lated in some way, probably using soft typing techniques. Alternatively, reflection can be used
to achieve similar results, but is much more difficult since it lacks the proper abstractions for
defining generic programs. We think that using a typed programming language is a first step
towards producing robust code.

4 Research challenges for generic programming

There are a number of research challenges that have to be investigated to make generic
programming a viable tool for supporting software evolution.

• Prototype applications. We have to develop a number of prototype applications to
demonstrate the approach. At the moment we are working on web applications [30, 29],
in the near future we hope to work on database connection and migration tools. We will
use these and maybe other tools to demonstrate the usefulness of generic programming
for software evolution.

• Software process. To use generic programming techniques optimally, information sys-
tems have to be designed around the data from the design phase on. This probably
means that the software process for developing systems that use generic programming
techniques has to be slightly adapted. Furthermore, there should be a relatively straight-
forward mapping between the data modeling language and the implementation. The
distinction between design and implementation is reduced considerably.

• Programming language. Although there exist a number of programming languages that
have added support for generic programming in the last five years, all of these extensions
are recent, and none of the extensions can be called mature: the generated code is often
inefficient, generic functions are not first class, the structural representation of data
types cannot be changed, etc.

We are in the process of writing a research proposal that addresses the first two research
challenges for applying generic programming for software evolution.

5 Conclusions

Generic Programming is a recent programming technique that is useful for building software
that needs to work with evolving data types. The implications of using generic programming
for software development and software evolution have hardly been investigated, but first
results are promising. A number of research challenges have to be investigated to make
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generic programming an integral part of the software development process for developing
software that has to deal with frequently changing data types.
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